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Постановка задачи

Необходимо реализовать генерацию бинарного дерева 2 способами:

1) На вход подается N - количество элементов на одном ветке дерева и M - количество элементов, которое нужно сохранить в дереве. Необходимо распределять элементы равномерно по дереву, чтобы на каждом узле было N потомков. Глубина дерева не ограничена.

2) На вход подается D - глубина дерева и M - количество элементов в дереве. Необходимо разместить элементы так, чтобы сначала дерево заполнилось в глубину, затем элементы распределялись равномерно по дереву. Количество на одной ветке не ограниченно.

Результат

Результат работы программы для дерева с ограниченным количеством уровней до 4 представлен на рисунке 1
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Рисунок 1 – дерево с ограниченным количеством уровней

Результат работы программы для дерева с ограничение на количества предков числом два представлен на рисунке 2.

![](data:image/png;base64,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)

Рисунок 2 – дерево с ограниченным количеством предков

Листинг программы

import random as r

class Node(object):

"""Узел дерева

root - номер узла

level - уровень в дереве

children - спиоск дочерних узлов"""

def \_\_init\_\_(self, root, level):

self.root = root

self.level = level

self.children = []

def \_\_str\_\_(self):

tmp = str(self.root)

return tmp

def countCh(self):

return len(self.children)

class Tree(object):

"""Описание дерева

node - корень

children - дочернии узлы

"""

def \_\_init\_\_(self, node, root=None):

if root is None:

self.node = Node(node,0)

else:

self.node = Node(node,root)

def \_\_repr\_\_(self):

return str(self.node.root)

def \_\_str\_\_(self):

return str(self.node.root)

def addChild(self, root, node):

tmp = self.find(root)

if tmp is not None:

print("addChild", tmp, type(tmp), "add", node)

new = Tree(node,tmp.level+1)

tmp.children.append(new)

def printTree(self, root, lv = 0):

tmp = self.node

print("---"\*lv, tmp.root, "lv", tmp.level)

if tmp.children is not []:

for i in tmp.children:

i.printTree(i, lv+1)

def find(self, root):

tmp = self.node

print("find", root, type(root), "->", tmp)

if int(str(root),10) == int(str(tmp.root),10):

return tmp

else:

print("find rek in", tmp.children)

for i in tmp.children:

r = i.find(root)

if r is not None:

return r

else:

continue

def countChild(self, root=None):

tmp = self.node

if root is None:

print("Vertex",str(tmp.root),"have",tmp.countCh(),"child")

if tmp.children is not []:

for i in tmp.children:

i.countChild()

if root is not None:

if str(tmp.root) == str(root):

return tmp.countCh()

else:

if tmp.children is not []:

res = 0

for i in tmp.children:

res += i.countChild(root)

return res

def randTree(n, countNode = None, countLevel = None):

"""Случайное дерево

Аргументы:

n - количество элементов дерева

countNode - ограничение на количество дочерних

countLevel - ограничение на количество уровней

Возвращает:

head - голова дерева

tr - случайное дерево

"""

left = list(range(1,n+1))

right = []

head = r.choice(left)

tr = Tree(head)

right.append(left.pop(left.index(head)))

#print('left =',left, ' right =',right,'\n')

while left:

print("Подготовка")

tmp = r.choice(left)

ind = r.choice(right)

if (countNode is None or tr.countChild(ind) < countNode) \

and (countLevel is None or tr.find(ind).level < countLevel):

print("lv",tr.find(ind).level)

right.append(left.pop(left.index(tmp)))

else:

print("right",right)

right.pop(right.index(ind))

continue

print("Добавление")

print("add vertex", ind, tmp)

tr.addChild(ind, tmp)

print()

tr.printTree(head)

print()

#print('left =',left, ' right =',right,'ind =',ind,'\n')

#tr.printTree (head)

return head,tr

head, tr = randTree(10, countLevel = 3)

tr.printTree (head)

print()